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Abstract 
This research paper consists of video data transfer in the using raspberry pi. The wireless 

transmission module is used as a tool for communication media between the devices. It 

use VNC and RFB protocols over web socket to transfer and access the PC desktop 

remotely with the help of Raspberry- pi. Now days the popular way to access a specific 

system is by using VNC (Virtual Network Computing). VNC offers user to share 

desktops over available network. VNC basically allows user to view and control the 

interface of another available computer remotely and can be thought of as the GUI 

(graphical user interface) equivalent to Telnet. In this work VNC server is used for front 

end system and for back end connection at server side TCP is used. There is need to 

develop client side which is open in browser. This requirement of opening browser for 

support web socketing. 

1. Introduction 

Wireless transmission refers communication system without any physical medium 

unlike wired transmission system. In modern communication system, information 

transfer via wireless medium is very crucial aspect. In wireless communication system, 

data or information transfer is done with the help of electromagnetic waves. EM waves 

include use of radio frequencies, infrared, satellite communication. This type of system 

is set and air is the medium used for data transmission. The end of 19th century is the 

dawn of wireless transmission system. The relevant technology has been developed over 

next century. Today, wireless technology is present in every aspect of communication 

systems ranging from Bluetooth devices to smart phones. Also, for data transfer in 

laptops, computers, printers and numerous other electronic devices wireless 

communication system is used. In today’s world, space and accuracy are important 

aspect of data transfer. Hence, It is important achieve high data rate. Wireless devices 

using technologies like ZigBee, Bluetooth, Wi-Fi works with different data rates. IN 

smart phones, xender, shareit these types of applications are used for data transfer [1]. 

System consider an application in which multiple computer desktops are constructed 

on a server and streamed to remote display devices over an IP network. Applications 

executing on the server are interactive and, therefore, latency sensitive. Whereas the 

server typically includes high-end general computing resources, specialized graphical 

processing units (GPUs), and possibly specialized hardware for compression and 

streaming, the remote display devices (clients) are typically limited in processing 

capabilities. Our design objective is to deliver good video quality at low latency, while  
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minimizing processing requirements on the client. The server 

must be able to encode a large number of streams in real time. 

If implemented in hardware, the encoder must be a compact 

and scalable circuit. Software implementations must have 

modest processing requirements and should be able to use 

readily available hardware accelerators such as GPUs and 

multicore CPUs. Along with the encoder, it design a 

streaming protocol that is optimized for interactive desktop 

applications. In contrast to traditional video streaming 

protocols, the decoder cannot afford to have a large jitter 

buffer. Still, streaming must be robust in the face of packet 

losses and delays [2]. 

This paper is organized as follows. Section I describe 

introduction to communication. Section II illustrates 

proposed embedding system. Section III explain algorithm 

for protocols. Thorough representations of experimental 

results are presented in section V. 

2. Proposed Embedding System 

In this proposed system main focus is transmission of data 

with high speed. For this many systems are present but they 

won’t provide required speed and not efficient. In proposed 

system it will transfer data between two platform (PC and 

Raspberry-pi) through wireless and for so that it will 

implement an algorithm. The proposed system will contain 

following major components as shown in Figure 1 

 

Figure 1. Block diagram of proposed embeding system. 

2.1. Hardware 

One single board computers (e.g. Raspberry Pi or any 

other relevant board) and PC or Laptop, Wi-Fi Module, 

Monitor, Power cable. 

2.2. Software 

System implement algorithm for high speed data transfer 

for that it use web socketing which allows full- duplex 

communication. System use VNC (Virtual Net- work 

Computing). VNC lets user share desktops over any network. 

It essentially allows user to view and control the interface of 

another computer remotely and can be thought of as the GUI 

(graphical user interface) equivalent to Telnet. It can also 

think of VNC as a long, virtual cable that enable user to view 

and control another desktop with its mouse, keyboard, and 

video signals. It use VNC with the Remote Frame buffer 

protocol, The Remote Frame buffer protocol (RFB) is an 

informational specification from the IETF (RFC 6143). A 

frame buffer is an array containing all of the pixel values 

displayed by a graphical computer system, and is the lowest 

common denominator model of a desktop computer. RFB is 

therefore a way to remotely access a frame buffer. For any 

system with a keyboard, mouse and screen, there is probably 

a way to access it with RFB [3] [4]. 

3. Software Implementation 

The system use VNC server and RBF client protocol over 

the WebSocket for data streaming. WebSocket is an 

application level function, which run on transport layer and 

TCP is work as transport layer. It use TCP as a proxy server, 

which placed between VNC server and RFB Client as shown 

in Figure 2. TCP proxy server takes messages as WebSocket 

messages from server and passes as TCP messages to the 

Client. 
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Figure 2. Connecting with RFB over WebSocket. 

3.1. WebSocket Protocol 

In the networking to communicate with server or client 

there are many issues, to eliminate these issues HTML5 

includes WebSocket. WebSocket contain bidirectional, full- 

duplex, single-socket connection. After the WebSocket 

connection is created the server can send messages as the 

client available because of that the latency will reduces. After 

establishing the connection server send first message to the 

client, the server will not wait for the client request. 

WebSocket provide the real-time communication much more 

efficiently [5]. The WebSocket communication take place as 

shown in the Figure 3. The WebSocket protocol is a network 

protocol which define how server and clients communicate 

over the Web network. With HTTP request every WebSocket 

connection begins. 

 

Figure 3. The way WebSocket Handshake and communication take place 

between server and client. 

Ones the connection open between server and client, either 

server or client can send message to each other. The message 

represent as a binary syntax over the network, it also called 

as Frame. The Figure 4 show the structure of the WebSocket 

frame. 

 

Figure 4. WebSocket frame header. 

WebSocket Framing code is responsible for Opcodes, 

Length, Decoding Text, Masking, Multi-frame message 

3.1.1. Opcodes 

Each and every WebSocket message contain opcode which 

specifying the type of the message payload. The last four bits 

in the first byte of the frame consists opcode. Opcode contain 

numerical value as shown in table 1, only five opcodes define 

by the WebSocket Protocol. 

Table 1. Ready state attribute, values and status description. 

Attribute Constant Value Status 

WebSocket.CONNECTION 0 
The connection is in progress but 

has not been established. 

WebSocket.OPEN 1 

The connection has been 

established. Messages can flow 

between the client and server. 

WebSocket.CLOSING 2 
The connection is going through 

the closing handshake. 

WebSocket.CLOSED 3 
The connection has been closed 

or could not be opened 

3.1.2. Length 

The WebSocket Protocol uses variable number of bits to 

encodes frame length, which allows to use a compact 

encoding while still allowing the protocol to carry medium- 

sized and even very large message. 

3.1.3. Decoding Text 

With UCS Transformation Format 8 bit it encoded the 

Text WebSocket messages. For Unicode UTF-8 is a variable-

length encoding, that is also backward compatible with 

seven-bit ASCII. 

3.1.4. Masking 

WebSocket frame are masked to unclear their contents 

which sent upstream from browsers to server. The purpose of 

masking is not to just prevent eavesdropping, but also to 

intend for an unusual security resone and to improve 

compatibility with existing HTTP proxies. To know whether 

the frame is masked or not is define by first bit of the second 

byte. The WebSocket Protocol requires that clients mask 

every frame they send. 

3.2. VNC Server (Virtual Network Computing) 

VNC is a popular way to access a specific system. VNC 

allow user to share desktop over any network. It specifically 

allows user to view and control the interface of another pc 

remotely equivalent to Telnet. VNC work as virtual cable 

which enables users to view and control another PC with it 

mouse, keyboard and video signals. There are several 

protocols for remotely accessing desktop. It use X11 for 

UNIX and Linux as a VNC Server [6] [7] [8] [9]. It is an 

Open source technology that is based on the RFB protocol. 

The Flow of the server is shown in following figure 5. 
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Figure 5. Server side Flow chart. 

 

Figure 6. Client side Flow chart. 

First system start the VNC server i.e. x11 on server, the 

server is Linux PC. System run WebSocket server program 

on server side. The server create the WebSocket variable 

with specific IP address and port address, the server listen the 

connection on this port address. So server continuously listen 

the client response until any client want to connect to server. 

At back end the TCP server is on, the TCP server take 

WebSocket Message and transfer as TCP message it work as 

transport layer. Ones the connection initiate first hand shake 

process will take place, in first phase they exchange the 

protocol ones it’s happen it forward to authentication. The 

VNC server send the array of bytes that indicate the types of 

authentications it supports. After this server send a desktop 
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message which contain that if the client will share and allow 

other VNC viewer to connect to the same desktop, this 

message is only 1 byte in length. By this message handshake 

will complete, the server has to send first message to client 

which is server in it message, which contain screen 

dimension, bits per pixel, depth, big endian flag and true 

color flags. Ones it send message it send frame buffer update 

request, client send frame buffer when message event occur it 

check the opcode if it is data it process further else it close 

the web socket or error the message depending on the opcode. 

If it’s a data it passes to process Buffer function, here it 

check the fin bit for checking the last frame, it check the 

frame length if it’s to large then it send error message and it 

close the connection, it also separate the opcode and payload 

and send it to handle frame function. handle Frame function 

process the opcode and payload, opcode contain that the 

message contain text or binary data or pig or pong or close 

action if its close action then server close the WebSocket 

connection by giving the resone. 

3.3. RFB Client 

System can remotely access the graphical user interface by 

using RFB (Remote Frame Buffer), RFB works at 

framebuffer level. Windowing system like x11, windows and 

Macintosh use the same protocol. The protocol has good 

ability to exchange and use information so that the protocol is 

widely used. The RFB clients where the user sits typically 

with display, keyboard and printer and the RFB server is 

where changes to frame buffer originate. While designing the 

RFB protocol there are very few requirements of clients so 

clients can run on the widest range of hardware and 

implementation of client is also very simple. The state of user 

interface is resumed i.e. automatic reconnection is done to 

the same server after disconnection from given server. Same 

server can serve different client end points. User can see the 

same graphical user interface at two different end points, so 

the application becomes completely mobile. When user get 

network connectivity he can access his own application 

because of this, wherever user goes he finds familiar and 

uniform view of computing infrastructure [10] [11] [12]. 

RFB protocol can be based either on bytes stream transport 

or on message based transport. Protocol uses TCP/IP 

connection for its operation. In handshaking phase protocol 

version and the type of security are decided. In second phase 

i.e. initialisation phase clientInit and serverInit messages are 

exchanged by client and server. In the final stage of normal 

protocol interaction client can communicate with server 

through message and can receive reply message from the 

server. All these messages start with message type byte 

followed by intended data. Protocol messages use the basic 

types U8, U16, U32, S8, S16, and S32. Here U stands for 

unsigned integer and S stands for signed integers. Message 

format can also be having padding bits or bytes. For effective 

communication messages should be generated with padding 

value equals to zero and at the same time message recipient 

should not consider padding as any particular value. Figure 6 

shows the flow of RFB client [13] [14] [15]. 

When system run the RFB Client on client side first it will 

connect to the given URL. Server listen the connection on this 

URL. Ones server know that client present then it initiate the 

connection by sending messages. Before Sending frames hand- 

shake will happen between server and client. Server send the 

protocol version message which contain small stream of byte. 

Client response for version will send to server. After Version 

exchange the readHandler control goes from VersionHandler 

to NumSecurityHandler. The NumSecurityHandler define 

number of security, from this type of security it has to choose 

one security type. For this the readHandler passes the control 

to securityTypesHandler. Here it select the particular type of 

security which it want in the communication throughout the 

connection. It can send back ’1’ to select non security. After 

selecting Security the readHandler passes to 

authSuccessHandler. Which allow the desktop sharing to 

server for this it send back ’1’ to server. By this the Handshake 

will complete and it listen the events, Ones the message event 

happen the read handler passes to DefaultHandler. 

DefaultHandler passes the control to RectangleHandler 

rectangle has a count of rectangles which send by server. The 

RectangleHandler separate the opcode and payload from 

message depending upon the opcode the action on payload 

happen. If opcode contain binary data depending upon the 

encoding type RectangleHandler passes the control to one of 

the encoding type handler i.e. RawHandler or 

CopyRecHandler. Both of this handler paint the binary data 

on the screen using vnc.ss which allow the 2d painting on the 

screen. After executing the encoding handler the readHandler 

control passes to default handler. It also send the frame 

buffer to server in the response of framebuffer update request, 

with this frameBuffer client send framebuffer update to 

server. If the opcode contain close action then client close the 

connection with resone. Resone is for in which condition the 

connection will close. 

4. Hardware Implementation 

For hardware implementation system required one Laptop 

with Linux operating System installed and have Wi-Fi 

connectivity, also with good processor. It also required one 

Raspberry- pi with Raspbean operating system installed and 

with up-graded version of browser. For wireless 

communication system use LeoSys Wi-Fi dongle for 

Raspberry-pi side. User has to start laptop and Raspberry-pi 

with monitor attach to the Raspberry-pi through HDMI cable, 

it also have to connect keyboard and mouse to raspberry-pi 

through USB cable. First system have to run x11vnc server on 

laptop after this it just run shell script file which also initiate 

the TCP server. In client side put all files in one folder and run 

the html file. User get the Server GUI on the client browser 

user can access whole server desktop from client browser. 

5. Experiment and Result 

In this experiment system use PC and Raspberry pi as a 

two platform. At PC it create Access Point or Hotspot and R-
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pi is station point as shown in figure 7. First it connect station 

point to access point so that it get the ip address, put that ip 

address in the URL so that it can connect to web socket 

server. Run the VNC server as shown in figure 8 followed by 

executing TCP proxy server as shown in figure 9. Opening 

and closing of TCP proxy connection shown in figure 10. 

Run client side web page user get the desktop control on the 

web page of server as shown in figure 11. Each event will 

transfer to the server i.e. keyboard and mouse and it get the 

update of event happen on the server. 

 

(a)                                                                                        (b) 

Figure 7. (a) & (b) Execution of Wi-fi connection 

 

(a)                                                                                                  (b) 

Figure 8. (a) & (b) Execution of the VNC server. 

 

Figure 9. Execution of WebSocket server. 
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(a)                                                                   (b) 

Figure 10. (a) & (b) Execution of TCP connection. 

 

Figure 11. Client side Screen. 

6. Conclusion 

In this paper RFB (RemoteFrameBuffer) protocol with 

VNC (virtual network communication) server over the web 

socket. For implementation of this protocol JavaScript 

language is used. This protocol is tested for wire and wireless 

communication. Live desktop streaming is tested between 

two computers and between computer and R-pi. This 

protocol is tested specifically on Linux operating system. 
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